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python中的封装

隐藏对象的属性和实现细节，仅对外提供公共访问方式

好处：

1 将变化隔离

2 便于使用

3 提供复用性

4 提高安全性

封装原则

1 将不需要对外提供的内容都隐藏起来

2 把属性都隐藏，提供公共方法对其访问

私有变量和私有方法

在python中用双下划开头的方式将属性隐藏来(设置成私有的)

函数和属性装到了一个非全局的命名空间--封装

私有变量,错误示例

class A:

\_\_N = 'aaa' # 静态变量

print(A.\_\_N)

执行报错

AttributeError: type object 'A' has no attribute '\_\_N'

这个\_\_N就是类A的私有属性

定义一个私有的名字:就是在私有的名字前面加两条下划线\_\_N = 'aaa',所谓私有，就是不能在类的外面去引用它

class A:

\_\_N = 'aaa' # 静态变量

def func(self):

print(A.\_\_N) # 在类的内部使用正常

print(A.\_\_dict\_\_)
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可以看到类属性多了一个'\_A\_\_N':'aaa'的属性，其实这个\_A\_\_N 就是\_\_N,这是python解释器自动做的一个变形操作

类中所有双下划线开头的名称如\_\_x都会自动变形成:\_类名\_\_x的形式

例子

class A:

\_\_N = 0 # 类的数据属性就应该是共享的，但是语法上是可以把类的数据属性设置成私有的如\_\_N,会变形为\_A\_\_N

def \_\_init\_\_(self):

self.\_\_X = 10 # 变形为self.\_A\_\_X

def \_\_foo(self): # 变形为\_A\_\_foo

print('from A')

def bar(self):

self.\_\_foo() # 只有在类内部才可以通过\_\_foo的形式访问到

print(A.\_A\_\_N) # 是可以访问到的，即这种操作并不是严格意义上的限制外部访问，仅仅只是一种语法意义上的变形

a = A()

print(a.\_A\_\_X) # 是可以访问到的，即这种操作并不是严格意义上的限制外部访问，仅仅只是一种语法意义上的变形

a.bar()

执行结果

0

10

from A

一个私有的名字，在存储的过程中仍然会出现在A.\_\_dict\_\_中，所以我们仍然可以调用到，

python对其的名字进行了修改:\_类名\_\_名字

只不过在类的外部调用：需要\_类名\_\_名字去使用

在类的内部可以正常的使用名字

在类里面，只要你的代码遇到\_\_名字,就会被python解释器自动的转换成\_类名\_\_名字

虽然上面的方式可以访问到私有的，但是却不建议这么做，约定俗成

私有的属性

示例

class B:

def \_\_init\_\_(self, name):

self.\_\_name = name

def func(self):

print('in func: {}'.format(self.\_\_name)) # 外部通过调用func来获取类的私有属性

b = B('Sam')

b.func()

执行结果

in func: Sam

私有的方法

示例

class C:

def \_\_wahaha(self):

print('wahaha')

def ADCa(self): # 外部通过调用ADCa()方法，来执行类的私有方法\_\_wahaha()

self.\_\_wahaha()

c = C()

c.ADCa()

执行结果

wahaha

在类中，静态属性，方法，对象属性都可以变成私有的，只需要在这些名字之前加上\_\_

例3

class F:

pass

F.\_\_name = 'Sam' # 误区，不是在创建私有属性

print(F.\_\_name)

print(F.\_\_dict\_\_)

执行结果

![https://ask.qcloudimg.com/http-save/yehe-2398817/hh3o8lvdby.png?imageView2/2/w/1620](data:image/png;base64,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)

可以很明确的看到\_\_name并没有发生变形，变形只在类的内部发生，在类的外面创建的双下划线的属性，并不是私有属性

面试题：

1 下面代码执行的结果是什么？为什么？

class D:

def \_\_func(self):

print('in func')

class E(D):

def \_\_init\_\_(self):

self.\_\_func()

e = E()

解答：

class D:

def \_\_func(self): # 在类的内部遇到\_\_，python解释器会自动变形成\_D\_\_func

print('in func')

class E(D):

def \_\_init\_\_(self):

self.\_\_func()

# 在类的内部遇到\_\_,python解释器会自动变形成\_E\_\_func

# 实例化一个对象e,首先会找到E类中的\_\_init\_\_方法

# 遇到了\_\_，所以会去找self.\_E\_\_func()方法，子类E中没有找到

# 就去父类中找，而父类中的\_\_func变形成\_D\_\_func，而执行的是\_E\_\_func，所以会报错

e = E()

结果报错

AttributeError: 'E' object has no attribute '\_E\_\_func'

2 下面代码执行的结果是什么?为什么？

class D:

def \_\_init\_\_(self):

self.\_\_func()

def \_\_func(self):

print('in D')

class E(D):

def \_\_func(self):

print('in E')

e = E()

解答

class D: # 第一步加载类D

def \_\_init\_\_(self): # 第二步加载\_\_init\_\_ #第七步,由于子类没有init方法，所以找父类的

self.\_\_func() # 第八步执行self.\_\_func()，也就是\_D\_\_func

def \_\_func(self): # 第三步加载\_D\_\_func，双下划线变形 # 第九步，执行\_D\_\_func()

print('in D') # 第10步打印 'in D'

class E(D): # 第四步加载类E

def \_\_func(self): # 第五步加载\_E\_\_func,双下划线变形

print('in E')

e = E() # 第六步，实例化一个对象e ，

执行结果

in D

java中的对比

public  共有的   在类的内部可以使用，子类可以使用，外部可以使用     python类中所有的常规名字

protect 保护的   在类的内部可以使用，子类可以使用，外部不可以使用   python中没有

private 私有的   只能在类的内部使用，子类和外部都不可以使用         python中的\_\_名字

私有的用法

当一个方法不想被子类继承的时候

有些熟悉或者方法不希望从外部被调用，只想提供给内部的方法使用

示例1

描述一个房子，单价，面积，长宽高

class Room:

def \_\_init\_\_(self, name, price, length, width, height): # 名字,价格,长,宽,高

self.name = name

self.price = price

self.\_\_length = length # 私有属性长

self.\_\_width = width # 私有属性宽

self.\_\_height = height # 私有属性高

def area(self):

return self.\_\_length \* self.\_\_width

r = Room('张三', 240000, 11, 5, 2)

print('姓名:{},房子价格:{},面积:{}'.format(r.name, r.price, r.area()))

执行结果

姓名:张三,房子价格:240000,面积:55

示例2

用户输入账号名和密码，把密码转换为对应的ascii,最后打印出账号名和转换后的ascii值

class Person:

def \_\_init\_\_(self, name, pwd):

self.name = name

self.\_\_pwd = pwd

def \_\_showpwd(self):

s = []

for i in self.\_\_pwd:

s.append(str(ord(i)))

s2 = ''.join(s)

return s2

p = Person('zhangsan', '12345')

print('账号名为:{},加密后的密码为:{}'.format(p.name, p.\_Person\_\_showpwd()))

执行结果

账号名为:zhangsan,加密后的密码为:4950515253

property方法

将一个方法伪装成一个属性

1 并不会让你的代码有什么逻辑上的提高

2 只是从调用者的角度上换了一种方式，使之看起来更合理

示例

人体BMI指数

体质指数(BMI)=体重(kg) / 身高\*\*2(m)

写一个类，描述人体BMI指数

class Person:

def \_\_init\_\_(self, name, weight, height):

self.name = name

self.\_\_height = height

self.\_\_weight = weight

def cal\_BMI(self):

return self.\_\_weight / self.\_\_height \*\* 2

@property

def bmi(self):

return self.\_\_weight / self.\_\_height \*\* 2

P = Person('张三', 67, 1.71)

print(P.bmi)

执行结果

22.91303307000445

在一个类加载的过程中，会先加载这个类中的名字，包括被property装饰的

在实例化对象的时候，python解释器会先到类的空间里看看有没有这个被装饰的属性，如果有就不能在自己对象的空间中创建这个属性了

示例

计算圆形类的，面积，周长，将方法伪装成属性，方法中一般涉及的都是一些计算过程

from math import pi

class Circle:

def \_\_init\_\_(self, r):

self.r = r

@property

def area(self):

return self.r \*\* 2 \* pi

@property

def perimeter(self):

return 2 \* pi \* self.r

c = Circle(10)

print(c.area)

print(c.perimeter)

执行结果

314.1592653589793

62.83185307179586

例2

class Person:

def \_\_init\_\_(self, name):

self.\_\_name = name # 定义一个私有名字\_\_name

@property

def name(self):

return self.\_\_name

def set\_name(self, new\_name):

if type(new\_name) is str: # 判断name的数据类型是否为字符串

self.\_\_name = new\_name # 赋值

else:

print('你提供的姓名数据类型不合法')

p = Person('Sam')

print(p.name)

p.set\_name('Tom')

print(p.name)

执行结果

Sam

Tom

@func.setter --> func 对伪装的属性进行赋值的时候调用这个方法，一般情况下用来修改

示例：对方法伪装成的属性进行修改

class Person:

def \_\_init\_\_(self, n):

self.\_\_name = n # 私有的属性

@property

def name(self):

return self.\_\_name

@name.setter # 使用setter，一定要和property装饰的方法名相同，且要创建同名方法修改

def name(self, new\_name):

if type(new\_name) is str:

self.\_\_name = new\_name

else:

print('你提供的姓名数据类型不合法')

p = Person('sam')

print(p.name)

p.name = 'Jack' # 注意，修改使用等号，前面是老的名字，后面是新的名字

print(p.name)

执行结果

sam

Jack

@func.deleter --> func 在执行del 对象.func的时候调用这个方法 一般情况下用来做删除 基本不用

示例

class Person:

def \_\_init\_\_(self, n):

self.\_\_name = n

@property

def name(self):

return self.\_\_name

@name.deleter # 使用deleter也要确保和property装饰的方法同名，且要创建一个相同方法

def name(self):

del self.\_\_name

p = Person('Sam')

print(p.name)

del p.name # 删除名字

print(p.name) # 打印报错，因为名字已经被删除了

执行结果

AttributeError: 'Person' object has no attribute '\_Person\_\_name'

将一些需要随着一部分属性的变化而变化的值的计算过程 从方法 伪装成属性

将私有的属性保护起来，让修改的部分增加一些约束，来提高程序的稳定性和数据的安全性

示例：有个商品：原价，折扣，当我要查看价格的时候，肯定只看折后的价格

class Goods:

def \_\_init\_\_(self, name, origin\_price, discount):

self.name = name

self.\_\_price = origin\_price

self.\_\_discount = discount

@property

def price(self):

return self.\_\_price \* self.\_\_discount

@price.setter

def price(self, new\_price):

if type(new\_price) is int or type(new\_price) is float:

self.\_\_price = new\_price

apple = Goods('apple', 5, 0.8)

print(apple.price) # 打折后的价格

apple.price = 10 # 苹果价格上涨

print(apple.price)

执行结果

4.0

8.0

@classmethod

类方法 可以直接被类调用 不需要默认传对象参数 只需要传一个类参数就可以了

示例

class Goods:

\_\_discount = 0.8

def \_\_init\_\_(self, name, origin\_price):

self.name = name

self.\_\_price = origin\_price

@property

def price(self):

return self.\_\_price \* Goods.\_\_discount

@classmethod

def change\_discount(cls, new\_discount):

cls.\_\_discount = new\_discount

apple = Goods('apple', 5)

banana = Goods('banbana', 8)

print(apple.price)

print(banana.price)

# 折扣价格变了，不打折

# 不依赖对象的方法 就应该定义成类方法 类方法可以任意的操作类中的静态变量

Goods.change\_discount(1) # 更改全局静态变量

print(apple.price)

print(banana.price)

执行结果

4.0

6.4

5

8

@staticmethod

当一个方法要使用对象的属性时 就是用普通的方法

当一个方法要使用类中的静态属性时 就是用类方法

当一个方法要既不使用对象的属性也不使用类中的静态属性时，就可以使用staticmethod静态方法

示例

class Student:

def \_\_init\_\_(self): pass

@staticmethod

def login(): # login就是一个类中的静态方法 静态方法没有默认参数 就当成普通的函数使用即可

user = input('user:')

if user == 'root':

print('success')

else:

print('faild')

Student.login()

执行结果

user:root

success